**Week 1 – Day 1**

**Assignment 1 :-**

**Q. Design class hierarchy to show understanding of basic OOPs concepts listed above.**

There are not the same thing, they are in fact **very different things**. Confusingly enough, class hierarchy is informally often called object hierarchy.

In order to understand the difference, you should understand the difference between **class and object**. This is the heart of OO theory and you can read about it in any OO book or simply google it.

As a quick help, here is a simple example of both hierarchies and both (class and object):
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In object-oriented programming, a class is a template that defines the state and behavior common to objects of a certain kind. A class can be defined in terms of other classes. For example, a truck and a racing car are both examples of a car. Another example is a letter and a digit being both a single character that can be drawn on the screen. In the latter example, the following terminology is used:

* The letter class is a *subclass* of the character class; (alternative names: *child class* and *derived class*)
* The character class is immediate *superclass* (or *parent class*) of the letter class;
* The letter class *extends* the character class.

The third formulation expresses that a subclass *inherits* state (instance variables) and behavior (methods) from its superclass(es). Letters and digits share the state (name, font, size, position) and behavior (draw, resize, ...) defined for single characters.

The purpose of a subclass is to extend existing state and behavior: a letter has a case (upper and lower case, say stored in the instance variable *letterCase*) and methods for changing the case (*toUpperCase*, *toLowerCase*) in addition to the state that it already has as a character.

However, a digit does not have a case, so the methods *toUpperCase*, *toLowerCase* do not belong on the common level of the Character class. There are methods that are special to the digit class. For instance, a digit may be constructed from an integer value between 0 and 9, and conversely, the integer value of a digit may be the result of say the *intValue* method.
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In graphical terms, the above character example may look as follows:

You are not limited to just one layer of inheritance: for example, the letter class can have on its turn the subclasses vowel and consonant.
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The classes form a *class hierarchy*, or *inheritance tree*, which can be as deep as needed. The hierarchy of classes in Java has one *root class*, called Object, which is superclass of any class. Instance variable and methods are inherited down through the levels. In general, the further down in the hierarchy a class appears, the more specialized its behavior. When a message is sent to an object, it is passed up the inheritance tree starting from the class of the receiving object until a definition is found for the method. This process is called *upcasting*. For instance, the method toString() is defined in the Object class. So every class automatically has this method. If you want that your particular toString() method looks differently, you can reimplement it in your class. In this way you can override a method in a given class by redefining it in a subclass.

In graphical terms, the inheritance tree and the message handling may look as follows:
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The picture showing the overriding of methods, may look as follows:

![](data:image/gif;base64,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)

Source: [OOP: Class Hierarchy](https://staff.fnwi.uva.nl/a.j.p.heck/Courses/JAVAcourse/ch3/s1.html)

**Object Oriented Programming (OOPs) Concept**

OOP stands for **Object-Oriented Programming**.

Procedural programming is about writing procedures or methods that perform operations on the data, while object-oriented programming is about creating objects that contain both data and methods.

Object-oriented programming has several advantages over procedural programming:

* OOP is faster and easier to execute
* OOP provides a clear structure for the programs
* OOP helps to keep the Java code DRY "Don't Repeat Yourself", and makes the code easier to maintain, modify and debug
* OOP makes it possible to create full reusable applications with less code and shorter development time

## **Java Classes/Objects**

Java is an object-oriented programming language.

Everything in Java is associated with classes and objects, along with its attributes and methods. For example: in real life, a car is an object. The car has **attributes**, such as weight and color, and **methods**, such as drive and brake.

A Class is like an object constructor, or a "blueprint" for creating objects.

## **Create a Class**

To create a class, use the keyword class:

### **Main.java**

Create a class named "Main" with a variable x:

public class Main {

int x = 5;

}

## **Create an Object**

In Java, an object is created from a class. We have already created the class named Main, so now we can use this to create objects.

To create an object of Main, specify the class name, followed by the object name, and use the keyword new:

### **Example**

Create an object called "myObj" and print the value of x:

public class Main {

int x = 5;

public static void main(String[] args) {

Main **myObj** = new Main();

System.out.println(myObj.x);

}

}

## **Encapsulation**

The meaning of **Encapsulation**, is to make sure that "sensitive" data is hidden from users. To achieve this, you must:

* declare class variables/attributes as private
* provide public **get** and **set** methods to access and update the value of a private variable

## **Get and Set**

You learned from the previous chapter that private variables can only be accessed within the same class (an outside class has no access to it). However, it is possible to access them if we provide public **get** and **set** methods.

The get method returns the variable value, and the set method sets the value.

Syntax for both is that they start with either get or set, followed by the name of the variable, with the first letter in upper case:

### **Example**

public class Person {

private String name; // private = restricted access

// Getter

public String getName() {

return name;

}

// Setter

public void setName(String newName) {

this.name = newName;

}

}

## **Why Encapsulation?**

* Better control of class attributes and methods
* Class attributes can be made **read-only** (if you only use the get method), or **write-only** (if you only use the set method)
* Flexible: the programmer can change one part of the code without affecting other parts
* Increased security of data

# Data Hiding

Data Abstraction and Data Hiding concepts in OOP are used to show only the required information to the end-user and hide the unnecessary details but for distinct purposes such as reducing the system's complexity to make it more user-friendly.

## **Java Inheritance (Subclass and Superclass)**

In Java, it is possible to inherit attributes and methods from one class to another. We group the "inheritance concept" into two categories:

* **subclass** (child) - the class that inherits from another class
* **superclass** (parent) - the class being inherited from

To inherit from a class, use the extends keyword.

In the example below, the Car class (subclass) inherits the attributes and methods from the Vehicle class (superclass):

### **Example**

class Vehicle {

protected String brand = "Ford"; // Vehicle attribute

public void honk() { // Vehicle method

System.out.println("Tuut, tuut!");

}

}

class Car extends Vehicle {

private String modelName = "Mustang"; // Car attribute

public static void main(String[] args) {

// Create a myCar object

Car myCar = new Car();

// Call the honk() method (from the Vehicle class) on the myCar object

myCar.honk();

// Display the value of the brand attribute (from the Vehicle class) and the value of the modelName from the Car class

System.out.println(myCar.brand + " " + myCar.modelName);

}

}

## **Java Polymorphism**

Polymorphism means "many forms", and it occurs when we have many classes that are related to each other by inheritance.

Like we specified in the previous chapter; [**Inheritance**](https://www.w3schools.com/java/java_inheritance.asp) lets us inherit attributes and methods from another class. **Polymorphism** uses those methods to perform different tasks. This allows us to perform a single action in different ways.

For example, think of a superclass called Animal that has a method called animalSound(). Subclasses of Animals could be Pigs, Cats, Dogs, Birds - And they also have their own implementation of an animal sound (the pig oinks, and the cat meows, etc.):

### **Example**

class Animal {

public void animalSound() {

System.out.println("The animal makes a sound");

}

}

class Pig extends Animal {

public void animalSound() {

System.out.println("The pig says: wee wee");

}

}

class Dog extends Animal {

public void animalSound() {

System.out.println("The dog says: bow wow");

}

}

Now we can create Pig and Dog objects and call the animalSound() method on both of them:

### **Example**

class Animal {

public void animalSound() {

System.out.println("The animal makes a sound");

}

}

class Pig extends Animal {

public void animalSound() {

System.out.println("The pig says: wee wee");

}

}

class Dog extends Animal {

public void animalSound() {

System.out.println("The dog says: bow wow");

}

}

class Main {

public static void main(String[] args) {

Animal myAnimal = new Animal(); // Create a Animal object

Animal myPig = new Pig(); // Create a Pig object

Animal myDog = new Dog(); // Create a Dog object

myAnimal.animalSound();

myPig.animalSound();

myDog.animalSound();

}

}

## **Interfaces**

Another way to achieve [abstraction](https://www.w3schools.com/java/java_abstract.asp) in Java, is with interfaces.

An interface is a completely "**abstract class**" that is used to group related methods with empty bodies:

### **Example**

// interface

interface Animal {

public void animalSound(); // interface method (does not have a body)

public void run(); // interface method (does not have a body)

}

To access the interface methods, the interface must be "implemented" (kinda like inherited) by another class with the implements keyword (instead of extends). The body of the interface method is provided by the "implement" class:

### **Example**

// Interface

interface Animal {

public void animalSound(); // interface method (does not have a body)

public void sleep(); // interface method (does not have a body)

}

// Pig "implements" the Animal interface

class Pig implements Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

public void sleep() {

// The body of sleep() is provided here

System.out.println("Zzz");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}

# Methods

A **method** is a block of code which only runs when it is called.

You can pass data, known as parameters, into a method.

Methods are used to perform certain actions, and they are also known as **functions**.

Why use methods? To reuse code: define the code once, and use it many times.

## **Create a Method**

A method must be declared within a class. It is defined with the name of the method, followed by parentheses **()**. Java provides some pre-defined methods, such as System.out.println(), but you can also create your own methods to perform certain actions:

### **Example**

Create a method inside Main:

public class Main {

static void myMethod() {

// code to be executed

}

}

#### **Example Explained**

* myMethod() is the name of the method
* static means that the method belongs to the Main class and not an object of the Main class. You will learn more about objects and how to access methods through objects later in this tutorial.
* void means that this method does not have a return value. You will learn more about return values later in this chapter

## **Call a Method**

To call a method in Java, write the method's name followed by two parentheses **()** and a semicolon**;**

In the following example, myMethod() is used to print a text (the action), when it is called:

### **Example**

Inside main, call the myMethod() method:

public class Main {

static void myMethod() {

System.out.println("I just got executed!");

}

public static void main(String[] args) {

myMethod();

}

}

// Outputs "I just got executed!"

## **Abstract Classes and Methods**

Data **abstraction** is the process of hiding certain details and showing only essential information to the user.  
Abstraction can be achieved with either **abstract classes** or [**interfaces**](https://www.w3schools.com/java/java_interface.asp) (which you will learn more about in the next chapter).

The abstract keyword is a non-access modifier, used for classes and methods:

* **Abstract class:** is a restricted class that cannot be used to create objects (to access it, it must be inherited from another class).

* **Abstract method:** can only be used in an abstract class, and it does not have a body. The body is provided by the subclass (inherited from).

An abstract class can have both abstract and regular methods:

### **Example**

// Abstract class

abstract class Animal {

// Abstract method (does not have a body)

public abstract void animalSound();

// Regular method

public void sleep() {

System.out.println("Zzz");

}

}

// Subclass (inherit from Animal)

class Pig extends Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}